Lab Assignmengt 5.4:

**Name: Harsha vardhan  
Roll No: 2403A51235  
Course: B.Tech CSE (AI)  
Instructor: Dr. V. Venkataramana  
Academic Year: 2025-2026**

Task :

**Prompt given GitHub Copilot : generate a Python script that collects user data (e.g., name, age,  
email).**

**add comments on how to anonymize or protect this data.**

**Code:** """

Collect user data: name, age, email

How to anonymize or protect this data:

1. Do not store raw personal data in plain text files or logs.

2. Use encryption when saving or transmitting data.

3. Remove or mask identifiers (e.g., hash email, use pseudonyms).

4. Limit access to data and follow privacy regulations (GDPR, etc.).

5. Never share or print sensitive data unless necessary.

6. Consider using secure libraries for data handling and storage.

"""

name = input("Enter your name: ")

age = input("Enter your age: ")

email = input("Enter your email: ")

print("\nUser Data:")

print(f"Name: {name}")

print(f"Age: {age}")

print(f"Email: {email}")

**output:**

**![](data:image/png;base64,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)**

**Explanation:**

**Copilot generated a script that collects basic user data and included important comments about anonymization. In practice, emails should be hashed or encrypted, and raw identifiers should never be stored directly.**

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**Task 2:**

Ask Copilot to generate a Python function for sentiment analysis. Then prompt Copilot to  
identify and handle potential biases in the data

Prompt given to copilot:

Write a Python function to do sentiment analysis.

Add comments on how to handle dataset bias.

**Code:**

from textblob import TextBlob

def check\_sentiment(text):

    analysis = TextBlob(text)

    if analysis.sentiment.polarity > 0:

        return "Positive"

    elif analysis.sentiment.polarity < 0:

        return "Negative"

    else:

        return "Neutral"

# --- Ethical Notes ---

# 1. Datasets can have bias (e.g., more positive reviews in one language).

# 2. Balance training data to avoid unfair results.

# 3. Remove offensive terms that may cause discrimination.

**Output:**

**Input: "I love this product!"**

**Output: Positive**

**Explanation:**

The function uses TextBlob for sentiment. But Copilot also highlighted that datasets may be biased. It suggests balancing the dataset and removing offensive terms.

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**Task 3:**

**Use Copilot to write a Python program that recommends products based on user history. Ask  
it to follow ethical guidelines like transparency and fairness**.

Prompt given to copilot:

Write a Python program that recommends products based on user history.

Add comments to make it fair and transparent.

**Code:**

def recommend(user\_history):

    products = ["Shoes", "Watch", "Laptop", "Bag"]

    # For demo, recommend the first product not in history

    for item in products:

        if item not in user\_history:

            return item

# --- Ethical Notes ---

# 1. Do not always push paid/promoted products first.

# 2. Allow user to know why a product is recommended (transparency).

# 3. Give option for feedback to improve fairness.

**Output:**

User history = ["Shoes", "Laptop"]

Recommendation: Watch

**Explanation:**

**Copilot wrote a very simple recommender. The fairness notes are important – it avoids favoritism and gives transparency by letting users know why items are recommended.**

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**Task 4:**

**Prompt Copilot to generate logging functionality in a Python web application. Then, ask it to  
ensure the logs do not record sensitive information**.

**Prompt given to copilot:**

**Write logging functionality in Python application.**

**Make sure sensitive info like passwords or emails are not logged.**

**Code:**

import logging

logging.basicConfig(filename="app.log", level=logging.INFO)

def login(user):

    # Do not log sensitive information like password or email

    logging.info("User logged in: [ID only]")

login("user123")

**Output:**

**![](data:image/png;base64,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)**

**INFO:root:User logged in: [ID only]**

**Explanation:**

**The log file only stores a user ID, not personal details like email or password. This avoids risks if logs get leaked.**

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**Task 5:**

**Ask Copilot to generate a machine learning model. Then, prompt it to add documentation on  
how to use the model responsibly (e.g., explainability, accuracy limits).**

**Prompt given to copilot:**

**Write a simple machine learning model in Python using sklearn.**

**Also add documentation on responsible use.**

**Code:**

from sklearn.datasets import load\_iris

from sklearn.model\_selection import train\_test\_split

from sklearn.tree import DecisionTreeClassifier

data = load\_iris()

X\_train, X\_test, y\_train, y\_test = train\_test\_split(

    data.data, data.target, test\_size=0.2, random\_state=42)

model = DecisionTreeClassifier()

model.fit(X\_train, y\_train)

print("Accuracy:", model.score(X\_test, y\_test))

# --- Responsible Usage Notes ---

# 1. This model is only for demo and small dataset.

# 2. Accuracy may vary on larger, real-world data.

# 3. Avoid biased training data.

# 4. Explain predictions when deploying (transparency).

**Output:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG8AAAAuCAIAAACpo9D+AAAAAXNSR0IArs4c6QAAA+JJREFUaEPtmc1q4lAUx68xYmVakFI3kmx8BmnJpn0FQTob6QsMDkI3Tp+guBHKlL6AuCpCXqFuguIzdJOQzRQp2EFbkzj3K0YlfoTcMi09l1Dk5pxzz/3d/zlXamI2myGE3t7e8F8YMQlIMf3BfZEA0BSpB6AJNEUSEBkLtAk0RRIQGQu0CTRFEhAZC7QJNEUSEBkLtAk0RRIQGQu0CTRFEhAZC7QJNEUSEBkLtAk0RRIQGQu0KZJmIvLvQvb9U70t1fTDosg83j+WMbxouGSZ073W5UHoenRr5GeyJRvfUansX59nNiYaWZvjvinXKl7fCMLiJC5Kf/BzdT/mszgDOnPRHOEZbOC/Gt2VhgNiRD7o3PFJt8jUoEld8FN9tnmgsV5lk8wGe3FjFoGGQsh6vgrmw/aLDRqopuda+n75cXK3kHxgbT3/fpAbxCbXUF+5Dd5IW2KT21DiSFFpWq+2mi5qsmkQTGQYw7qfBF8vSD23TgXU0+2hbyT1CuoZ5BiKlyRp/NQKU51ueNB86Z3t08mjkoInDkq+MTKmZiWzY33YhoOYsTHuWMi0/FMPV9q4/zBjNgPDK//K5jcKcuFlRJq24eW1DFLSJ49TpouB4WqVpfWC1LckkSzTwsmfH/Fj8BV902Weo36X28wj5TUZmQ7b5wnOhA0le81xb1jSITLHQqsnLRphdSjZcmFaJ3Xw1y4k6Nux9Ujkslp5axeJRhMfmtshpffSsdzFYt/18DbZje4aXvmWavN0vR0/yFEfpaladx1We2JXcq1bcvCKKoe6+cVxVFKRqrCjmnXMFC2OPbU95o1FDE3rtVfYY8XYqicNWuxFLWm0522OrEPks7xwXpGYHAbNSWjL8tOTFAIIS5JNHByfup15L+ZGmeMzr9+cIm3hJtnWN3FKipIqaURuetv1SdGmHPRoPwvcu9rSMTHOKIVE+TtdyHJNRdpW8lG0iUtYne9BS2ldWuzaIW5ztED8W0jJ/qx4Nwu3ECLGE2zQUVMkyfBB2FGvab7CCg13UqyIl4VbiJ+W2UV0tzsPnNKZQ5MkjfhHuK9/45H7in9jKV6mbXYNVp2T7Q00+jeknXfwbobG8MrK7HDDvlsCawN/Lpq4oqtTS0k1aPv7eONz0fx4/JYzitI3P/pe/n9+QFPkGQBNoCmSgMhYXJuJBP+GJzL214sFlS7yzDlNSQKsArBCpQuAOA8RaBNaZ3yuQYEnk8n44b54hIAmbp3QPWOqYenykWUZ6j0O0NWrHIDGocn/h7QSwnEcz/PixP2avuE0MQtM03Vd9ms7jB0JrKXJ/DFTDJTpFMhuZfoPv3DQAVypdmsAAAAASUVORK5CYII=)**

Accuracy: 0.96

**Explanation:**

**Copilot gave a Decision Tree model for the Iris dataset. It adds ethical notes: limited accuracy, danger of bias, and the need for explainability.**

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**Conclusion:**

**From this lab, I learned that Copilot can generate working code, but the developer has to ensure it follows ethical rules. I understood that anonymization, bias handling, fairness, safe logging, and responsible ML usage are very important in real projects.**